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P YTHON : L ISTS



(2)
L IST


¢ 
A list is a sequence of data values called items or elements. 


¢ 
An item can be of any type. The items in a  list need not to be of the same type.


¢ 
It is ordered and changeable data type.


¢ 
A list is mutable


¢ 
The content of the list can be changed without changing their identity.



(3)
Creating L IST


¢ The list is defined as a list of comma-separated values (items) between square brackets. 


¢ The list can be  created by any combinations of dissimilar data types.


¢ A list may contain other lists as elements in a list, thereby creating a list of lists.


¢ A list can be empty.


¢ Example


— List1= [ 'Joseph', 'Glenn', 'Sally' ]


— List2 = [ 'socks', 'shirt', 'perfume' ]


— List3 = [‘Physics’, ‘Chemistry’, 10, 30, 20.5]


— List4 = [[1,2], 4, 5]


— List5 = []


— List6 = [(1, 2), {3:25, 4:”Keqin-Li”}, 1, 2]


— List7 = list( iterable/list/string/tuple/dict/set )
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L IST : A CCESSING E LEMENTS


¢ 
Each item in a list has a unique index that specifies its position. 


¢ 
The index of the first  item is 0 and the index of the last item is the length of the list  minus 1.


¢ 
To access values in lists, use the square bracket with the index of the element.


¢ 
Example


— 
List1= [ 'Joseph', 'Glenn', 'Sally’ ] #Creating List



#Accessing Elements


— 
List1[0], List1[1], List1[2]


— 
List2= [[1,2], 4, 5]


— 
List2[0], List2[1], List2[2]


— 
List2[0][0], List2[0][1]
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L IST : I NDEX


• The list index can be either positive or negative


• Positive index starts from left of list and it ranges from 0 to (length of string) minus 1.


• Negative index starts from right side of list and it ranges from -1 to minus length of string 
 (i.e. –length ).


• The list index may be any expression, including variables and operators, as an index but  the 
 value of the expression must be an integer.


• Run-time error if the index is out of range!



2

Sally
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L ISTS S LICES


¢ 
List is sequential data type, slicing can also be used for lists.


¢ 
The slice of a list is the list consisting of continuous piece of the list.


¢ 
To extract a contiguous piece of a list, use a subscript consisting of the starting position followed by a colon (:), finally followed by one more than the ending position of the slice you want to extract.


¢ 
If you omit the first index, the slice starts at the beginning. 


¢ 
If you omit the second,  the slice goes to the end. 


¢ 
If you omit both, the slice is a copy of the whole list.


¢ 
Example:



List1 = ['a', 'b', 'c', 'd', 'e', 'f']



List1[1:3] --- ['b', 'c']



List1[:4] --- ['a', 'b', 'c', 'd']



List1[3:] --- ['d', 'e', 'f']



List1[:] ---- ['a', 'b', 'c', 'd', 'e', 'f']



(7)
List R EVERSE



Extended slice offers to put a “step” field as[start, stop, step]



Providing no field as start and stop  indicates default to 0 and string length respectively  and “-1” denotes  starting from end and stop at the start, hence reversing string.



A = [1, 2, 3, 4]



A[ : : -1]



[4, 3, 2, 1]
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U SING THE RANGE FUNCTION


• 
The range function returns a list of numbers that range from zero to one less than the   parameter.


Example:


list( range(4) ) ---[0, 1, 2, 3]


list( range(1, 4) ) ---[1, 2, 3]


list( range(2, 10, 2) ) ---[2, 4, 6, 8]


list( range(-1, -11, -2) ) ---[-1, -3, -5, -7, -9]
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L ISTS ARE M UTABLE


¢ 
Strings are "immutable" - we cannot change the contents of a string - we must create a   new string for any change.


¢ 
Lists are "mutable" - we can change an element of a list using the index operator.


¢ 
At any point in lifetime of list, elements can be  inserted, removed, or replaced .


¢ 
The list itself maintains its identity, but its state—its length and its content can   change.


¢ 
Since, lists are mutable, it is often useful to make a copy before performing operations  

that change the lists.
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L ISTS ARE M UTABLE


¢ List update/Replace


• The single or multiple elements of lists can be updated.


• To update single element, use index of the element and subscript operator on left-hand side of 
 the assignment  operator.


• To update multiple elements, 


• The slice operator can be used on the left side of an assignment operator and set the  value of 
 elements in a list on right hand side.


• Use index of the multiple elements and subscript operator on left-hand side of the 
 assignment  operator.


¢ Example:


List1 = ['a', 'b', 'c', 'd', 'e', 'f']


List1[2] = ‘z’ --- List1 = ['a', 'b', ‘z', 'd', 'e', 'f']


List1[1:3] = ['x', 'y']  


List1['a', 'x', 'y', 'd', 'e', 'f']  


List1[0:5:2] = [1, 2, 3]


List1[1], List1[2] = 12, 23
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L IST M ODIFICATIONS


The size of the list can be modified.


The number of elements can be added.


The number of elements can be removed.


¢ To remove a list element


— Use del statement if you know exactly the index of element to be deleted.


— Use remove() method if you do not know the index of the element to be deleted.


— Use pop() method to remove last element by default or the element for which the index is 
 mentioned. 


¢ Example:


List1 = ['a', 'b', 'c', 'd', 'e', 'f']


del (List1[2]) # Remove third element
 del(List1) #Remove complete list


List1.remove(d) #Remove element with value d
 List1.pop() #Remove Last element


List1.pop(d) # Remove element at index d
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L IST M ODIFICATIONS


The size of the list can be modified.


The number of elements can be added.


The number of elements can be removed.


¢ To append/insert a new element in a list


— Use append() method : It appends new element at the end of the list.


— Use insert() method : It appends new element into list at a given index.


¢ Example:


List1 = [1, 2, 3, 4, 5, 6, 7, 8, 9]


List1.append (20) # Insert 20 at the end of the list
List1.insert(1, 30) #Insert 30 at the index 1
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B ASIC  L IST O PERATIONS


Concatenation (+) :


• The + operator concatenates two lists i.e. it appends the second list at the tail of first list.


• Example: A+B, [1, ‘a’, 2, 3] + [223, 23]


Repetition


¢ * : The* operator is used to repeat the list multiple times.


¢ Example: A*2, [1, ‘a’, 2, 3]*3


Membership operators


¢ in /not in: The in operator is used to check the membership of an element in the list.


¢ Example: 2 in [1, ‘a’, 2, 3] will return TRUE
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B ASIC  L IST O PERATIONS


A = [1, 2,3, 4], B =[10, 20, 30]


¢ len(A): This function takes a list as a parameter and returns the length of list (i.e. number of elements 
 in the list).


¢ max(A): This function takes a list and returns the largest element of the list A.


¢ min(A): This function takes a list and returns the smallest element of the list A.


¢ sum(A): This function takes a list and returns the sum of all elements of the list A.
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A  TALE OF TWO LOOPS ...



Accessing Elements of List Through Loop


friends = ['Joseph', 'Glenn', 'Sally']


for friend in friends :


print('Happy New Year:', friend)
 for i in range(len(friends)) :  


friend = friends[i]


print('Happy New Year:', friend)
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L IST M ETHODS



dir(list)



['__add__', '__class__', '__contains__', '__delattr__', '__delitem__',  '__dir__', '__doc__', '__eq__', '__format__', '__ge__', 



'__getattribute__', '__getitem__', '__gt__', '__hash__', '__iadd__',  '__imul__', '__init__', '__init_subclass__', '__iter__', '__le__', 



'__len__', '__lt__', '__mul__', '__ne__', '__new__', '__reduce__', 



'__reduce_ex__', '__repr__', '__reversed__', '__rmul__', '__setattr__',  '__setitem__', '__sizeof__', '__str__', '__subclasshook__', 'append', 



'clear', 'copy', 'count', 'extend', 'index', 'insert', 'pop', 'remove',  'reverse', 'sort’]



help(list.append)
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L IST M ETHODS



append : [A.append(obj)]: It appends element obj to list A.



clear:[A.clear()]: Removes all elements from the list A.



copy: [A.copy()]: Returns a shallow copy of the list A.



count: [A.count(obj)]: It returns count of how many times element obj occurs in list A.



extend:[A.extend(obj)]: It appends the elements of a list (or any iterable), to the end  of the current list A.



index : [A.index(obj) ]: It returns the lowest index in list A that element obj appears
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L IST M ETHODS



insert :[A.insert(index, obj)]: It inserts element obj into list at offset index.



pop : [A.pop(obj)]: It removes and returns last object (obj) from list .  remove :[A.remove(obj)]: It removes element obj from list.



reverse: [A.reverse()]: It reverses elements of list in place.



sort: [A.sort()]: It sorts objects of list, use compare func if given.



It is stable sort in place.
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B
UILDING A LIST FROM SCRATCH

• 
We can create an empty list and then add elements using the append method.


• 
The list stays in order and new elements are added at the end of the list



>>> stuff = list()



>>> stuff.append('book')



>>> stuff.append(99)



>>> stuff.append('cookie')



>>> print (stuff)  --- ['book', 99, 'cookie‘]



>>> stuff.insert(1, ‘Python’)



>>> stuff.insert(2, ‘Programming’)
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S TRINGS AND L ISTS



A string is a sequence of characters and a list is a sequence of values, but  a list of characters is not the same as a string. 



s = 'spam‘



t = list(s) --- t = ['s', 'p', 'a', 'm']



Split breaks a string into parts produces a list  of strings.



We  think of these as words. We can access a particular word or  loop through all the words.



A = 'With three words’



B = A.split() --- B =['With', 'three', 'words‘]



C = list(A)         --- C = ['W', 'i', 't', 'h', ' ', 't', 'h', 'r', 'e', 'e', ' ', 'w', 'o', 'r', 'd', 's']
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>>> line = 'A lot of spaces’



>>> etc = line.split()



>>> print( etc) ---['A', 'lot', 'of', 'spaces‘]



When you do not specify a delimiter, multiple   spaces are treated like  one delimiter.



>>> line = 'first;second;third’



>>> thing = line.split(';')



>>> print (thing) --- ['first', 'second', 'third‘] You can specify what delimiter character to use in the splitting.



S TRINGS AND L ISTS
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L IST C LONING /C OPY



If you want to modify a list and also want to keep a copy of the original



• Create a copy of the list  itself, not just the reference. 



This process is sometimes called cloning, to avoid the ambiguity of the word copy.



The easiest way to clone a list A is to use the slice operator i.e. A[:].



• Taking any slice creates a new list. 
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L IST C LONING /C OPY: Example


>>> A = [2, 3, 4, 5]


>>> id(A)     --- 4390934088


>>> B = A        #Creating another reference to List A 
 >>> id(B) --- 4390934088


>>> A[0] --- 2


>>> B --- [2, 3, 4, 5]
 >>> A[0]=90
 >>> A  --- [90, 3, 4, 5]
 >>> B --- [90, 3, 4, 5]
 >>> B = A[:]  # Cloning the List A 
 >>> B --- [90, 3, 4, 5]
 >>> A[1]=99 
 >>> A --- [90, 99, 4, 5]
 >>> B --- [90, 3, 4, 5]
 >>> id(A) --- 4390934088


>>> id(B) --- 4433576712


>>> id(A[0]) --- 4381951952


>>> id(B[1]) --- 4381949168



(24)
Shallow Copy V/s Deep Copy



The assignment statement creates a reference to an existing object (if any).



They do not create copies of objects.



For immutable objects, that usually doesn’t make a difference.



But for working with mutable objects, anyone can be interested to to create “real  copies” or “clones” of these objects so that you can modify the clone without



modifying the original at the same time. 



Mutale Datatypes : List, Dictionary, Set
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Shallow Copy V/s Deep Copy



Old_List = [[11, 23, 34], [40, 15, 70], 7, 8, 'a’ ] #CREATING NEW LIST



New_List = Old_List[:]  # Creates new LIST that shares the reference of the Old_List new_list[1][2] = 9



print('Old List:’, Old_List)



print('ID of Old List:', id(Old_List)) print('New List:’, New_List)



print('ID of New List:', id(New_List))



So, if you want to modify any values(NESTED values) in New_List or Old_List, the  change is visible in both.



Essentially, It is required to have the original values unchanged and only modify the new 

values or vice versa. 
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Shallow Copy V/s Deep Copy



A shallow copy means constructing a new collection object and then populating it with references to the child objects found in the original. In essence, a shallow copy is only one level deep. The copying process does not recurse and therefore won’t create copies of the child objects themselves.



A deep copy makes the copying process recursive. It means first constructing a

new collection object and then recursively populating it with copies of the child

objects found in the original. Copying an object this way walks the whole object

tree to create a fully independent clone of the original object and all of its

children.
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Shallow Copy V/s Deep Copy



Copy Module is used to create these copies



import copy 



copy.copy(x) --- Returns a shallow copy of x



copy.deepcopy(x), ---Returns a deep copy of x.



(28)
Shallow Copy


A shallow copy creates a new object which stores the reference of the original elements.


So, a shallow copy doesn't create a copy of nested objects, instead it just copies the reference of 
 nested objects. 


This means, a copy process does not recurse or create copies of nested objects itself.


import copy


Old_List = [[10, 20, 30], [14, 50, 64], [77, 89, 90]]


New_List = copy.copy(Old_List) #Create new and independent object with same content
 print("Old list with ID :", Old_List, id(Old_List))


print("New list with ID:", New_List, id(New_List))


Old_List.append([14, 2, 4])  #Appending a list to Old_List


print("Old list with ID :", Old_List, id(Old_List) )#Changes visible in Old List not in New List
 print("New list with ID:", New_List, id(New_List))


Old_List[1][1] = 'AA'


print("Old list with ID :", Old_List, id(Old_List))
print("New list with ID:", New_List, id(New_List))



(29)
Deep Copy



A deep copy creates a new object and recursively adds the copies of nested objects  present in the original elements.



The deep copy creates independent copy of original object and all its nested objects.



i.e. It recursively copied, which is true for all its nested objects.



Example



import copy



old_list = [[1, 1, 1], [2, 2, 2], [3, 3, 3]]



new_list = copy.deepcopy(old_list)       #Creates an independent copy print("Old list:", old_list)



print("New list:", new_list)



old_list[1][0] = 'BB’      # This change will reflect only in Old List print("Old list:", old_list)



print("New list:", new_list)
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Example


import copy


A = [1, 2, 3, [4, 5,6]]


B=A
 C = A[:]


D = copy.copy(A)


E = copy.deepcopy(A)


print(id(A),id(B),id(C),id(D),id(E))


print(A,id(A),id(A[0]),id(A[1]),id(A[2]),id(A[3]),id(A[3][0]),id(A[3][1]),id(A[3][2]))
 print(B,id(B),id(B[0]),id(B[1]),id(B[2]),id(B[3]),id(B[3][0]),id(B[3][1]),id(B[3][2]))
 print(C,id(C),id(C[0]),id(C[1]),id(C[2]),id(C[3]),id(C[3][0]),id(C[3][1]),id(C[3][2]))
 print(D,id(D),id(D[0]),id(D[1]),id(D[2]),id(D[3]),id(D[3][0]),id(D[3][1]),id(D[3][2]))
 print(E,id(E),id(E[0]),id(E[1]),id(E[2]),id(E[3]),id(E[3][0]),id(E[3][1]),id(E[3][2]))
 print(id(A[0]))


A[0] = 10


print(A, id(A[0]))
 print(B, id(B[0]))
 print(C, id(C[0]))
 print(D, id(D[0]))
 print(E, id(E[0]))
 print(id(A[3][1]))
 A[3][1] = 500


print(A, id(A[3][1]))
print(B, id(B[3][1]))
print(C, id(C[3][1]))
print(D, id(D[3][1]))
print(E,id(E[3][1]))
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Copy and Deepcopy methods are applicable to Mutables


import copy


A = [1, 2, 3, [4, 5,6]]


>>> dir(copy)


['Error', '__all__', '__builtins__', '__cached__', '__doc__', '__file__', '__loader__', '__name__', 


'__package__', '__spec__', '_copy_dispatch', '_copy_immutable', '_deepcopy_atomic', '_deepcopy_dict', 
 '_deepcopy_dispatch', '_deepcopy_list', '_deepcopy_method', '_deepcopy_tuple', '_keep_alive', 


'_reconstruct', 'copy', 'deepcopy', 'dispatch_table', 'error']



(32)
Programs


Given two numbers r1 and r2 (r1 < r2); Write a Python program to create a list with the given range 
 (inclusive). (Use range() function)


Given a list containing characters and numbers, the task is to add only numbers from a list (Use 
 isinstance() function ). 


Given a list of numbers, write a Python program to check if the list contains consecutive integers.
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Exercise


• Python Program to Find the Second Largest Number in a List


• Python Program to Put Even and Odd elements in a List into Two Different Lists


• Python Program to Merge Two Lists and Sort it


• Python Program to Find the Second Largest Number in a List Using Bubble Sort


• Python Program to Sort a List According to the Length of the Elements


• Python Program to Find the Union of two Lists


• Python Program to Find the Intersection of Two Lists


• Python Program to Create a List of Tuples with the First Element as the Number and Second 
 Element as the Square of the Number


• Python Program to Find the Cumulative sum of a List where the ith Element is the Sum of the First 
 i+1 Elements From The Original List


• Python Program to Generate Random Numbers from 1 to 20 and Append Them to the List


• Python Program to Remove the Duplicate Items from a List


• Python Program to Read a List of Words and Return the Length of the Longest One


• Python Program to solve Maximum Subarray Problem using Divide and Conquer


• Python Program to solve Maximum Subarray Problem using Kadane’s Algorithm


• Python Program to Find Element Occurring Odd Number of Times in a List
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